**Java Concurrency**

**Concurrency** is the ability to run several programs or several parts of a program in parallel. Concurrency enable a program to achieve high performance and throughput by utilizing the untapped capabilities of underlying operating system and machine hardware. e.g. modern computers has several CPU’s or several cores within one CPU, program can utilize all cores for some part of processing; thus completing task much before in time in comparison to sequential processing.

The backbone of **java concurrency** are threads. A thread is a lightweight process, which has its own call stack, but can access shared data of other threads in the same process. A Java application runs by default in one process. Within a Java application, you can work with many threads to achieve parallel processing or concurrency.

Synchronization in java is achieved using ***synchronized*** keyword.***You can use synchronized keyword in your class on defined methods or blocks. Keyword can not be used with variables or attributes in class definition.***

Synchronization import points:

1. Synchronization in java guarantees that no two threads can execute a synchronized method which requires same lock simultaneously or concurrently.
2. synchronized keyword can be used only with methods and code blocks. These methods or blocks can be static or non-static both.
3. When ever a thread enters into java synchronized method or block it acquires a lock and whenever it leaves java synchronized method or block it releases the lock. Lock is released even if thread leaves synchronized method after completion or due to any Error or Exception.
4. java synchronized keyword is re-entrant in nature it means if a java synchronized method calls another synchronized method which requires same lock then current thread which is holding lock can enter into that method without acquiring lock.
5. Synchronized block is null. For example, in above code sample if lock is initialized as null, the synchronized (lock) will throw NullPointerException Java Synchronization will throw NullPointerException if object used in java
6. Synchronized methods in Java put a performance cost on your application. So use synchronization when it is absolutely required. Also, consider using synchronized code blocks for synchronizing only critical section of your code.
7. It’s possible that both static synchronized and non static synchronized method can run simultaneously or concurrently because they lock on different object.

[**Java executor framework**](https://docs.oracle.com/javase/tutorial/essential/concurrency/executors.html)

[Java executor framework](https://docs.oracle.com/javase/tutorial/essential/concurrency/executors.html) (java.util.concurrent.Executor), released with the JDK 5 is used to run the Runnable objects without creating new threads every time and mostly re-using the already created threads.

Creating a thread in java is a very expensive process which includes memory overhead also. So, it’s a good idea if we can re-use these threads once created, to run our future runnables.

**Thread Pools:** Creating new thread for every job (runnable objects) may create performance and memory problem, to overcome this we should go for thread pool.

Thread pool is pool of already created threads ready to do our job, java 1.5 introduced thread pool framework to implements threads pools.

Java thread pool manages the collection of Runnable threads and worker threads execute Runnable from the queue.

Thread pool framework also known as executors framework.

**We can Thread pool created as follows:**

ExecutorService executor = Executors.newFixedThreadPool(3);

**We can submit a runnable job by using a submit method.**

executor.submit(job)

**Shut down execute service**

executor.shutdown()

**Why Use a Thread Pool?**

Creating and starting a thread can be an expensive process. By repeating this process every time we need to execute a task, we’re incurring a significant performance cost – which is exactly what we were attempting to improve by using threads.

For a better understanding of the cost of creating and starting a thread, let’s see what the JVM actually does behind the scenes:

* it allocates memory for a thread stack that holds a frame for every thread method invocation
* each frame consists of a local variable array, return value, operand stack and constant pool

Basically, the executor replaces the explicit creation and management of a thread.

**The factory methods in the Executors class can create several types of thread pools:**

* newSingleThreadExecutor() – a thread pool with only one thread with an unbounded queue, which only executes one task at a time
* newFixedThreadPool() – a thread pool with a fixed number of threads which share an unbounded queue; if all threads are active when a new task is submitted, they will wait in queue until a thread becomes available
* newCachedThreadPool() – a thread pool that creates new threads as they are needed
* newWorkStealingThreadPool() – a thread pool based on a “work-stealing” algorithm which will be detailed more in a later section

**Note:**

While designing webserver and application servers we can use thread pool concepts.

Default thread pool size: 60

Example:

|  |
| --- |
| **class** PrintJobThread **implements** Runnable {  String name;    **public** PrintJobThread(String name) {  **this**.name = name;  }  @Override  **public** **void** run() {  // **TODO** Auto-generated method stub  System.***out***.println(name + " job started by: " + Thread.*currentThread*().getName());  **try** {  Thread.*sleep*(5000);  } **catch** (InterruptedException e) {  // **TODO** Auto-generated catch block  e.printStackTrace();  }  System.***out***.println(name + " job stoped by: " + Thread.*currentThread*().getName());  }  }  **public** **class** PrintJob {  **public** **static** **void** main(String[] args) {  PrintJobThread[] jobs = { **new** PrintJobThread("Nag"), **new** PrintJobThread("Scala"), **new** PrintJobThread("Java"),  **new** PrintJobThread("angular")};    ExecutorService service = Executors.*newFixedThreadPool*(3);  **for**(PrintJobThread job : jobs) {  service.submit(job);  }  service.shutdown();  }  } |

**Callable Interface**

There are two ways of creating threads – one by extending the Thread class and other by creating a thread with a Runnable

**Callable**

Callable interface has the call() method. In this method, we have to implement the logic of a task. The Callable interface is a parameterized interface, meaning we have to indicate the type of data the call() method will return.

The Callable interface is a generic interface containing a single call() method – which returns a generic value V:

public interface Callable<V> {

    V call() throws Exception;

}

**Runnable:**

The Runnable interface is a functional interface and has a single run() method which doesn’t accept any parameters and does not return any values

This is suitable for situations where we are not looking for a result of the thread execution, for example, incoming events logging:

public interface Runnable {

    public void run();

}

**Runnable and Callable**

Main difference between Runnable and Callable is that Runnable cannot return any value back to caller but Callable can return value. Another difference is that call() method from Callable can also throw checked exception which was not possible by run() method of Runnable interface

public Object call() throws Exception;

#### Future

Future interface has methods to obtain the result generated by a Callable object and to manage its state.

Callable object to be executed in an executor using the submit()method. This method receives a Callable object as a parameter and returns a Futureobject that we can use with two main objectives –

1. **We can control the status of the task** – we can cancel the task and check if it has finished. For this purpose, we have used the isDone() method to check if the tasks had finished.
2. **We can get the result returned by the call() method**. For this purpose, we have used the get() method. This method waits until the Callable object has finished the execution of the call() method and has returned its result.

If the thread is interrupted while the get() method is waiting for the result, it throws an InterruptedException exception. If the call() method throws an exception, this method throws an ExecutionException exception.

The Future interface provides another version of the get() method i.e. **get(longtimeout,TimeUnitunit)**. This version of the get method, if the result of the task isn’t available, waits for it for the specified time. If the specified period of time passes and the result isn’t yet available, the method returns a null value

Observe that Callable and Future do two different things – Callable is similar to Runnable, in that it encapsulates a task that is meant to run on another thread, whereas a Future is used to store a result obtained from a different thread. In fact, the Future can be made to work with Runnable as well, which is something that will become clear when Executors come into the picture.

* public boolean cancel(boolean mayInterrupt): Used to stop the task. It stops the task if it has not started. If it has started, it interrupts the task only if mayInterrupt is true.
* public Object get() throws InterruptedException, ExecutionException: Used to get the result of the task. If the task is complete, it returns the result immediately, otherwise it waits till the task is complete and then returns the result.
* public boolean isDone(): Returns true if the task is complete and false otherwise

**Example:**

|  |
| --- |
| **package** com.mng.thread;  **import** java.util.ArrayList;  **import** java.util.List;  **import** java.util.concurrent.Callable;  **import** java.util.concurrent.ExecutionException;  **import** java.util.concurrent.ExecutorService;  **import** java.util.concurrent.Executors;  **import** java.util.concurrent.Future;  **class** MyCallable **implements** Callable<Long> {  **private** Long no;  **private** String name;  **public** MyCallable(Long n, String name) {  **this**.no = n;  **this**.name = name;  }  @Override  **public** Long call() **throws** Exception {  System.***out***.println(name + " job started by " + Thread.*currentThread*().getName());  Long result = factorialNos(no);  System.***out***.println(name + " job stoped by " + Thread.*currentThread*().getName());  **return** result;  }  **public** Long factorialNos(Long n) **throws** InterruptedException {  **long** result = 1;  **while** (n != 0) {  result = n \* result;  n = n - 1;  Thread.*sleep*(500);  }  **return** result;  }  }  **public** **class** CallableDemo {  **public** **static** **void** main(String[] args) **throws** InterruptedException, ExecutionException {  MyCallable[] myCallables = { **new** MyCallable(4l, "First Thread"), **new** MyCallable(5l, "Second Thread"),**new** MyCallable(1l, "Third Thread"), **new** MyCallable(10l, "fourth Thread") };  ExecutorService executorService = Executors.*newFixedThreadPool*(5);  List<Future<Long>> results = **new** ArrayList<Future<Long>>();  **for** (MyCallable job : myCallables) {  Future<Long> result = executorService.submit(job);  System.***out***.println("return type result: " + result.get()+" And Task done is " + result.isDone());  System.***out***.println("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*");  results.add(result);  }    System.***out***.println("future result set process");  **for** (Future<Long> res : results) {  **try** {  System.***out***.println("return type result: " + res.get()+" And Task done is " + res.isDone());  } **catch** (InterruptedException | ExecutionException e) {  e.printStackTrace();  }  }  executorService.shutdown();  }  }  **Output:**  First Thread job started by pool-1-thread-1  First Thread job stoped by pool-1-thread-1  return type result: 24 And Task done is true  \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  Second Thread job started by pool-1-thread-2  Second Thread job stoped by pool-1-thread-2  return type result: 120 And Task done is true  \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  Third Thread job started by pool-1-thread-3  Third Thread job stoped by pool-1-thread-3  return type result: 1 And Task done is true  \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  fourth Thread job started by pool-1-thread-4  fourth Thread job stoped by pool-1-thread-4  return type result: 3628800 And Task done is true  \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  future result set process  return type result: 24 And Task done is true  return type result: 120 And Task done is true  return type result: 1 And Task done is true  return type result: 3628800 And Task done is true |

In the case of runnable job thread doesn’t return anything after completing the job.

If thread is required to return some results after execution then we should go for callable.

Callable interface contains only one method.

**Public Object call() throws Exception;**

If a submitting the callable object to executor then after completing the job thread returns object of type future.

Future object can used to retrieve the results from callable job.

**Difference between Runnable/Callable interfaces:**

|  |  |
| --- | --- |
| **Runnable** | **Callable** |
| If thread not required returning anything after completing the job then we should go for runnable.  Runnable interface contains only one method run ().  run () method return type is void.  Within the run() if there is any chance of checked exception complier we should handle using try catch because we can’t use throws keyword run().  Runnable present in java.lang pacakge | If thread required returning something of the completing job then we should go for callable.  Callable interface contains only one method call ().  Call () method return type is Object.  Within call () if there is any chance of checked exception, we are not requires to handle by using try catch because call() method already throws exception.  Callabe present in java.util.concurent pacakge |

**ThreadLocal**

Java ThreadLocal is used to create thread local variables. We know that all threads of an Object share it’s variables, so the variable is not thread safe. We can use synchronization for thread safety but if we want to avoid synchronization, we can use ThreadLocal variables.

**When to use ThreadLocal?**

For example, consider you are working on a eCommerce application. You have a requirement to generate a unique transaction id for each and every customer request this controller process and you need to pass this transaction id to the business methods in manager/DAO classes for logging purpose. One solution could be passing this transaction id as a parameter to all the business methods. But this is not a good solution as the code is redundant and unnecessary.

To solve that, here you can use ThreadLocal variable. You can generate a transaction id in controller OR any pre-processor interceptor; and set this transaction id in the ThreadLocal. After this, whatever the methods, that this controller calls, they all can access this transaction id from the threadlocal. Also note that application controller will be servicing more that one request at a time and since each request is processed in separate thread at framework level, the transaction id will be unique to each thread and will be accessible from all over the thread’s execution path.

Thread Local class provides thread local variables thread local class maintains values for thread bases

Each thread local object maintains a separate value like, user id, transaction id etc. for each thread that access the object.

Thread can access its local value, can manipulate the value even can remove its value, every part of the code which is executed by the thread, we can access it’s a local variable.

**Example:**

Consider a servle which invoke some business methods we have requirement to generate a unique transaction id for every request and we have to pass this transaction id to the business method for this requirement, we can use thread local to maintain a separate transaction id for ever request, that is for ever thread.

**Note:**  
Thread local interduced in version 2.0 and enhanced in 1.5 version,

Thread local can be associated with thread scope, total code which is executed by thread as accessed to corresponding thread local variable.

A Thread can accessed its own local variable and can’t access others threads local variables.

Once thread entered to dead, state its entire local variable by default eligible for garbage collection.

ThreadLocal tl = new ThreadLocal()

**This class has following methods:**

1. **get()** : Returns the value in the current thread’s copy of this thread-local variable.
2. **initialValue()** : Returns the current thread’s “initial value” for this thread-local variable.
3. **remove()** : Removes the current thread’s value for this thread-local variable.
4. **set(T value)** : Sets the current thread’s copy of this thread-local variable to the specified value.

**Exammple**:

|  |
| --- |
| **package com.mng.thread;**  **import java.text.SimpleDateFormat;**  **import java.util.concurrent.ExecutorService;**  **import java.util.concurrent.Executors;**  **class PrintJobThread implements Runnable {**  **String name;**    **// Used for effective and expiration date**  **private ThreadLocal<SimpleDateFormat> dateParser = new ThreadLocal<SimpleDateFormat>()**  **{**  **@Override**  **protected SimpleDateFormat initialValue()**  **{**  **return new SimpleDateFormat("MM/dd/yyyy");**  **}**  **};**    **public PrintJobThread(String name) {**  **this.name = name;**  **}**  **@Override**  **public void run() {**  **// TODO Auto-generated method stub**  **System.out.println("Thread Name= "+Thread.currentThread().getName()+" default Formatter = "+dateParser.get().toPattern());**  **try {**  **Thread.sleep(5000);**  **} catch (InterruptedException e) {**  **// TODO Auto-generated catch block**  **e.printStackTrace();**  **}**  **//formatter pattern is changed here by thread, but it won't reflect to other threads**  **dateParser.set(new SimpleDateFormat());**  **System.out.println("Thread Name= "+Thread.currentThread().getName()+" formatter = "+dateParser.get().toPattern());**  **}**  **}**  **public class PrintJob {**  **public static void main(String[] args) {**  **PrintJobThread[] jobs = { new PrintJobThread("Nag"), new PrintJobThread("Scala"), new PrintJobThread("Java"),**  **new PrintJobThread("angular")};**    **ExecutorService service = Executors.newFixedThreadPool(3);**  **for(PrintJobThread job : jobs) {**  **service.submit(job);**  **}**  **service.shutdown();**  **}**  **}**  **OutPut:**  Thread Name= pool-1-thread-1 default Formatter = MM/dd/yyyy  Thread Name= pool-1-thread-3 default Formatter = MM/dd/yyyy  Thread Name= pool-1-thread-2 default Formatter = MM/dd/yyyy  Thread Name= pool-1-thread-2 formatter = M/d/yy h:mm a  Thread Name= pool-1-thread-3 formatter = M/d/yy h:mm a  Thread Name= pool-1-thread-2 default Formatter = MM/dd/yyyy  Thread Name= pool-1-thread-1 formatter = M/d/yy h:mm a  Thread Name= pool-1-thread-2 formatter = M/d/yy h:mm a |

**Update**: ThreadLocal class is extend in [Java 8](https://www.journaldev.com/2389/java-8-features-with-examples) with a new method withInitial() that takes Supplier functional interface as argument. So we can use lambda expressions to easily create the ThreadLocal instance. For example, above formatter ThreadLocal variable can be defined in one line as below:

**private static final ThreadLocal<SimpleDateFormat> formatter =**

**ThreadLocal.<SimpleDateFormat>withInitial**

**(() -> {return new SimpleDateFormat("yyyyMMdd HHmm");});**

**Inherence Thread Local:**

In child thread if accessing parent thread local variable we will get null value or initial value not parent assigning thread local variable in run method.

**InheritableThreadLocal:**

If use InheritableThreadLocal in child class we will get parent thread local value.

InheritableThreadLocal<String> inheritableThreadLocal = new InheritableThreadLocal<>();

If we want separate value for child thread we want to override childValue() method.

InheritableThreadLocal<String> inheritableThreadLocal = **new** InheritableThreadLocal<String>() {

@Override

**protected** String childValue(String parentValue) {

// **TODO** Auto-generated method stub

**return** "child value";

}

};

This method is called(overridden) within the parent thread before the child thread is started.

* If we want to make parent thread, thread local variable value available to the child thread, then we should go for InheritableThreadLocal class.
* By default, child thread value is exactly the same as parent thread value. But we can provide our own customized value for child thread by overriding childValue method.

|  |
| --- |
| /Java program to illustrate parent thread, ThreadLocal variable  //by default not available to child thread  **class** ParentThread **extends** Thread {  **public** **static** ThreadLocal *gfg\_tl* = **new** ThreadLocal();  **public** **void** run()  {  // setting the new value  *gfg\_tl*.set("parent data");  // returns the ThreadLocal value associated with current thread  System.***out***.println("Parent Thread Value :" + *gfg\_tl*.get());  ChildThread gfg\_ct = **new** ChildThread();  gfg\_ct.start();  }  }  **class** ChildThread **extends** Thread {  **public** **void** run()  {  // returns the ThreadLocal value associated with current thread  System.***out***.println("Child Thread Value :" + ParentThread.*gfg\_tl*.get());  /\* null (parent thread variable  thread local value is not available to child thread ) \*/  }  }  **class** ThreadLocalDemo {  **public** **static** **void** main(String[] args)  {  ParentThread gfg\_pt = **new** ParentThread();  gfg\_pt.start();  }  }  **Output:**  Parent Thread Value:parent data  Child Thread Value:**null** (by **default** initialValue is **null**)  //Java program to illustrate inheritance of customized value  //from parent thread to child thread  **class** ParentThread **extends** Thread {  // anonymous inner class for overriding childValue method.  **public** **static** InheritableThreadLocal *gfg\_tl* = **new** InheritableThreadLocal() {  **public** Object childValue(Object parentValue)  {  **return** "child data";  }  };  **public** **void** run()  {  // setting the new value  *gfg\_tl*.set("parent data");  // parent data  System.***out***.println("Parent Thread Value :" + *gfg\_tl*.get());  ChildThread gfg\_ct = **new** ChildThread();  gfg\_ct.start();  }  }  **class** ChildThread **extends** Thread {  **public** **void** run()  {  // child data  System.***out***.println("Child Thread Value :" + ParentThread.*gfg\_tl*.get());  }  }  **class** ThreadLocalDemo {  **public** **static** **void** main(String[] args)  {  ParentThread gfg\_pt = **new** ParentThread();  gfg\_pt.start();  }  }  Output:  Parent Thread Value:parent data  Child Thread Value:child data |

**Java.util.concurrent.Locks**

**Lock:**

This is the base interface for Lock API. It provides all the features of synchronized keyword with additional ways to create different Conditions for locking, providing timeout for thread to wait for lock. Some of the important methods are lock() to acquire the lock, unlock() to release the lock, tryLock() to wait for lock for a certain period of time, newCondition() to create the Condition etc.

The problem with traditional synchronized keyword we are not having any flexibility to try for lock without waiting thread.

Synchronized blocks don’t offer any mechanism of a waiting queue and after the exit of one thread, any thread can take the lock

Three is no way maximum waiting time for thread to get lock so that thread will wait until getting the lock, which may create performance problem, which may cause dead lock

If thread a releases a lock then which waiting thread will get that lock we are not having any control this.

There is no api to list out all waiting for a lock.

The synchronized keyword must be used either method level or within the method and it not possible to use across multiple methods.

To overcome above problems sun peoples introduced java.util.concurent.locks package in 1.5 version.

It also several enhancements to the programmer to provide more control on concurrency.

### Java Lock vs synchronized

1. Java Lock API provides more visibility and options for locking, unlike synchronized where a thread might end up waiting indefinitely for the lock, we can use tryLock() to make sure thread waits for specific time only.
2. Synchronization code is much cleaner and easy to maintain whereas with Lock we are forced to have try-finally block to make sure Lock is released even if some exception is thrown between lock() and unlock() method calls.
3. synchronization blocks or methods can cover only one method whereas we can acquire the lock in one method and release it in another method with Lock API.
4. synchronized keyword doesn’t provide fairness whereas we can set fairness to true while creating ReentrantLock object so that longest waiting thread gets the lock first.
5. We can create different conditions for Lock and different thread can await() for different conditions.

Lock object similar to implicit lock acquired by thread to execute synchronized method or synchronized block

Lock implementation provide more extensive operation than traditional implicit locks.

* **void lock()** – acquire the lock if it’s available; if the lock is not available a thread gets blocked until the lock is released

If lock is available, immediately current thread will get that the lock, if lock not alerday avilabe then it will wait until getting the lock

It is exactly same behavior of traditional synchronized keyword.

* **boolean tryLock()** – this is a non-blocking version of lock() method; it attempts to acquire the lock immediately, return true if locking succeeds

To aquire the lock without waiting, if lock is available then thread acquire the lock and returns true.

If lock is not available then this method returns false can continue its execution without waiting, in this case thread never be waiting sate.

if(l.tryLock(){

perform safe operations.

}else{

Perform alternative operation

}

* **boolean tryLock(long timeout, TimeUnit timeUnit)** – this is similar to tryLock(), except it waits up the given timeout before giving up trying to acquire the Lock

If lock is available then the thread will get the lock and continue its execution.

If lock is not available then the thread will wait until specified amount of time, still lock is not available then thread continue execution

If (l.tryLock(1000,Timeunit.MILISECONDS){}

* **void lockInterruptibly()** – this is similar to the lock(), but it allows the blocked thread to be interrupted and resume the execution through a rown java.lang.InterruptedException.

Acquire the lock if it is available and return immediately

If lock is not available then it will wait while waiting if thread is interrupted then thread will not get the lock.

If the current thread is waiting for lock but some other thread requests the lock, then the current thread will be interrupted and return immediately without acquiring lock.

* **void unlock() –** unlocks the Lock instance.

To call this method current thread should be owner of the lock otherwise we will get runtime exception illegalMonitostateException

**ReentrantLock**

ReentrantLock is implementation of lock interface and direct child of objects,

Reentrant means a thread can acquire same lock multiple times without any issue internally reentrant lock increments thread personal count whenever we call lock and decrement count value whenever thread call unlock method and lock will be released whenever count reaches.

The ReentrantLock class implements the Lock interface and provides synchronization to methods while accessing shared resources. The code which manipulates the shared resource is surrounded by calls to lock and unlock method.

ReentrantLock allow threads to enter into lock on a resource more than once. When the thread first enters into lock, a hold count is set to one. Before unlocking the thread can re-enter into lock again and every time hold count is incremented by one. For every unlock request, hold count is decremented by one and when hold count is 0, the resource is unlocked.

Reentrant Locks also offer a fairness parameter, by which the lock would abide by the order of the lock request i.e. after a thread unlocks the resource, the lock would go to the thread which has been waiting for the longest time. This fairness mode is set up by passing true to the constructor of the lock.

**Constructor:**

ReentrantLock reentrantLock = new ReentrantLock()

ReentrantLock reentrantLock = new ReentrantLock(Boolean fairness)

Create reentrant locks with given Fairness policy

If the fairness is true then longest waiting thread can acquire the lock, if it is available that is it is follows first come first serve (FCFS) policy, if fairness is false then which waiting thread will get the chance we can’t expect.

Note: Default value for fairness is false.

|  |
| --- |
| **public void some\_method()**  **{**  **reentrantlock.lock();**  **try**  **{**  **//Do some work**  **}**  **catch(Exception e)**  **{**  **e.printStackTrace();**  **}**  **finally**  **{**  **reentrantlock.unlock();**  **}**    **}** |

The unlock statement is always called in the finally block to ensure that the lock is released even if an exception is thrown in the method body(try block).

**ReentrantLock Methods:**

* **lock():** Call to the lock() method increments the hold count by 1 and gives the lock to the thread if the shared resource is initially free.
* **unlock():** Call to the unlock() method decrements the hold count by 1. When this count reaches zero, the resource is released.
* **tryLock():** If the resource is not held by any other thread, then call to tryLock() returns true and the hold count is incremented by one. If the resource is not free then the method returns false and the thread is not blocked but it exits.
* **tryLock(long timeout, TimeUnit unit):** As per the method, the thread waits for a certain time period as defined by arguments of the method to acquire the lock on the resource before exiting.
* **lockInterruptibly():** This method acquires the lock if the resource is free while allowing for the thread to be interrupted by some other thread while acquiring the resource. It means that if the current thread is waiting for lock but some other thread requests the lock, then the current thread will be interrupted and return immediately without acquiring lock.
* **getHoldCount():** This method returns the count of the number of locks held on the resource.
* **isHeldByCurrentThread():** This method returns true if the lock on the resource is held by the current thread.
* **Int getQueueLength():** returns how many threads waiting to get the lock.
* **Collection getQueuedThreads():** return collection of thread which are waiting the lock.
* **Boolean hasQueuedThreads():** returns true if any threads waiting to the lock.
* **Boolean isLcoked():** returns true if the lock is acquired by some thread**.**
* **Boolean isFair():** returns true if fairness policy is a set with true value.
* **Boolean getOwner():** returns the thread which acquire the lock.

|  |
| --- |
| **public** **class** ReentrantLockDemo {  **public** **static** **void** main(String[] args) {  ReentrantLock reentrantLock = **new** ReentrantLock();  reentrantLock.lock();  reentrantLock.lock();  System.***out***.println(reentrantLock.isLocked()); // true  System.***out***.println(reentrantLock.isHeldByCurrentThread()); //true  System.***out***.println(reentrantLock.getQueueLength()); // 0  System.***out***.println(reentrantLock.isLocked()); // true  reentrantLock.unlock();;  System.***out***.println(reentrantLock.getHoldCount()); // 1  System.***out***.println(reentrantLock.isLocked()); // true  reentrantLock.unlock();  System.***out***.println(reentrantLock.isLocked()); // false  System.***out***.println(reentrantLock.isFair()); // false  }  }  **Output:**  true  true  0  true  1  true  false  false |

**How to achieve thread safety:**

|  |
| --- |
| **Lock method of ReentrantLock**  **import** java.util.concurrent.locks.ReentrantLock;  **public** **class** Display1 {  ReentrantLock reentrantLock = **new** ReentrantLock();  **public** **void** wish(String name) {  reentrantLock.lock();  **for**(**int** i=0; i<= 10; i++) {  System.***out***.println("Good Morning");  **try** {  Thread.*sleep*(200);  } **catch** (InterruptedException e) {  e.printStackTrace();  }  System.***out***.println(name);  }  reentrantLock.unlock();  }  }  **class** MyThread1 **extends** Thread {  Display1 d;  String name;  **public** MyThread1(Display1 d, String name) {  **this**.d = d;  **this**.name = name;  }  @Override  **public** **void** run() {  d.wish(name);  }  }  **package** com.mng.thread;  **public** **class** ThreadWithoutSynchronized {  **public** **static** **void** main(String[] args) {  Display1 d = **new** Display1();    MyThread1 m1 = **new** MyThread1(d, "Nag");  MyThread1 m2 = **new** MyThread1(d, "Nagendra");  MyThread1 m3 = **new** MyThread1(d, "scala");    m1.start();  m2.start();  m3.start();  }  }  **TryLock Method example:**  **class** MyThread1 **extends** Thread {  String name;  **static** ReentrantLock *lock* = **new** ReentrantLock();  **public** MyThread1(String name) {  **this**.name = name;  }  @Override  **public** **void** run() {  **if**(*lock*.tryLock()) {  System.***out***.println(name +".. got lock and performance safe operations");  **try** {  Thread.*sleep*(2000);  } **catch** (InterruptedException e) {  *lock*.unlock();  }finally{  lock.unlock();  } else {  System.***out***.println(name +".. unaable to get lock and hence performance alternative operations");  }  }  }  **public** **class** ThreadWithoutSynchronized {  **public** **static** **void** main(String[] args) {  MyThread1 m1 = **new** MyThread1("First Thread");  MyThread1 m2 = **new** MyThread1("Second Thread");  MyThread1 m3 = **new** MyThread1("Third Thread");    m1.start();  m2.start();  m3.start();  }  }  **OutPut:**  First Thread.. got lock and performance safe operations  Second Thread.. unaable to get lock and hence performance alternative operations  Third Thread.. unaable to get lock and hence performance alternative operations  tryLock(2000) method Example:  **import** java.util.concurrent.TimeUnit;  **import** java.util.concurrent.locks.ReentrantLock;  **class** MyThread1 **extends** Thread {  String name;  **static** ReentrantLock *lock* = **new** ReentrantLock();  **public** MyThread1(String name) {  **this**.name = name;  }  @Override  **public** **void** run() {  **do** {  **try** {  **if** (*lock*.tryLock(3000, TimeUnit.***MILLISECONDS***)) {  System.***out***.println(name + ".. got lock and performance safe operations");  Thread.*sleep*(25000);  System.***out***.println(name + ".. releases the lock");  *lock*.unlock();  **break**;  } **else** {  System.***out***.println(name + ".. unaable to get lock and will try again");  }  } **catch** (Exception e) {  e.printStackTrace();  }  } **while** (**true**);  }  }  **public** **class** ThreadWithoutSynchronized {  **public** **static** **void** main(String[] args) {  MyThread1 m1 = **new** MyThread1("First Thread");  MyThread1 m2 = **new** MyThread1("Second Thread");  MyThread1 m3 = **new** MyThread1("Third Thread");    m1.start();  m2.start();  m3.start();  }  }  **Output:**  First Thread.. got lock and performance safe operations  Second Thread.. unaable to get lock and will try again  Third Thread.. unaable to get lock and will try again  Third Thread.. unaable to get lock and will try again  Second Thread.. unaable to get lock and will try again  Third Thread.. unaable to get lock and will try again  Second Thread.. unaable to get lock and will try again  Third Thread.. unaable to get lock and will try again  Second Thread.. unaable to get lock and will try again  Third Thread.. unaable to get lock and will try again  Second Thread.. unaable to get lock and will try again  Second Thread.. unaable to get lock and will try again  Third Thread.. unaable to get lock and will try again  Third Thread.. unaable to get lock and will try again  Second Thread.. unaable to get lock and will try again  Second Thread.. unaable to get lock and will try again  Third Thread.. unaable to get lock and will try again  First Thread.. releases the lock  **………..……**  **Note:**  If we want o fairness mechnisam use below constructor.  static ReentrantLock lock = new ReentrantLock(true); |

## Data Structure:

If the lock is already owned by a thread, any other thread trying to acquire the lock will put on a hold and will be waiting in a queue. The thread would be disabled for thread scheduling purpose. The queue here is a double linked list. The lock will know the owning thread, state (0 or 1), head and tail of the linked list. If the node’ successor node is waiting for the lock then its wait state property (-1) will reflect that.

## Waiting Queue:

The thread fails to acquire the lock fails as the lock is already acquired by another thread. The thread is added to a double linked list queue where the header is a dummy node with a mode indicating that it is waiting for a signal and the current thread which failed to acquire the lock becomes the tail node and is the next node to header. Since the current thread fails to get the lock, it is parked as it remains blocked till some other thread unblocks it.

**Below example shows a non-fair lock scenario.**

1. Thread A acquires the lock
2. Thread B tries to acquire the lock. It fails as thread A already holds the lock.
3. Since the lock is not available, thread B is put on a queue.
4. Thread A releases the lock.
5. Thread A unparks Thread B so that it can try acquire the lock.
6. Thread C tries to acquire the lock.
7. Since it is still free and is not yet acquired by thread B, thread C manages to acquire it.
8. By the time thread B shows up to acquire the lock, thread C is done with its work and releases the lock.
9. Thread B acquires the lock

## ReentrantLock Recursive Example

If a thread is trying to acquire a lock already owned by some other thread then it is guaranteed to fail but if the owning thread is trying to acquire the same lock once again, its internal hold count will be incremented by one.

[![http://www.javarticles.com/wp-content/uploads/2016/05/tryAcquire.png](data:image/png;base64,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)](http://www.javarticles.com/wp-content/uploads/2016/05/tryAcquire.png)

# **Concurrent Collections**

**Need for Concurrent Collection:**

As we already know [Collections](https://www.geeksforgeeks.org/collections-in-java-2/) , which is nothing but collections of Objects, where we deals with the Objects using some pre-defined methods. but There are several problems which occurs when we use Collections concept in multi-threading. The problems, which occurs while using Collections in Multi-threaded application:

* In case of traditional collection, multiple threads can access traditional collection objects (like ArrayList, HashMap etc) simultaneously and there may be a chance of data inconsistency problem and hence these are not thread safe.
* Already existing thread safe collections (Vector, HashTable, synchronized List, synchronized Set, and synchronized Map) performance wise not up to the mark.
* Because for every operation even for read operation also total collection will be locked by only one thread at a time and increasing waiting time of threads.
* Another big problem with traditional collections is while one thread iterating collection, the other thread are not allowed to modify collection object simultaneously if we are trying to modify then we will get concurrentModificationexception.
* Hence, these traditional collection objects are not suitable for scalable multithreaded applications.
* To overcome these problem sun people introduced concurrent collection in version 5.

**Example ConcurrentModificationException:**

|  |
| --- |
| **import** java.util.ArrayList;  **import** java.util.Iterator;  **class** ConcurrentModificationExDemo **implements** Runnable {  **static** ArrayList<String> *list* = **new** ArrayList<>();  @Override  **public** **void** run() {  **try** {  Thread.*sleep*(1000);  } **catch** (InterruptedException e) {  e.printStackTrace();  }  // Child thread trying to add new  // element in the Collection object  *list*.add("addValue");  }  **public** **static** **void** main(String[] args) **throws** InterruptedException {    *list*.add("value1");  *list*.add("value2");  *list*.add("value3");    // We create a child thread that is  // going to modify ArrayList l.  ConcurrentModificationExDemo obj = **new** ConcurrentModificationExDemo();  Thread t = **new** Thread(obj);  t.start();    // Now we iterate through the ArrayList  // and get exception.  Iterator<String> iterator = *list*.iterator();  **while**(iterator.hasNext()) {  String str = iterator.next();  System.***out***.println(str);  Thread.*sleep*(6000);  }  System.***out***.println("list Values: "+*list*);  }  }  **Output:**  value1  Exception in thread "main" java.util.ConcurrentModificationException  at java.util.ArrayList$Itr.checkForComodification(ArrayList.java:901)  at java.util.ArrayList$Itr.next(ArrayList.java:851)  at com.mng.thread.concurrent.ConcurrentModificationExDemo.main(ConcurrentModificationExDemo.java:39) |

# **Difference between Traditional Collections and Concurrent Collections in java**

* Concurrent collections are always thread safe.
* When compared with traditional thread safe collection performance is more because of default different locking mechanism using.
* While one, thread interacting collection the other threads are allowed to modify collection in safe manner.
* Hence, concurrent collection never threw concurrent modification exception.
* The important concurrent classes are:

concurrentHashMap.

copyOnWriteArrayList.

copyOnWriteArraySet.

# **Concurrent Collections:**

The java.util.concurrent package includes a number of additions to the Java Collections Framework. These are most easily categorized by the collection interfaces provided:

* [**BlockingQueue**](https://docs.oracle.com/javase/8/docs/api/java/util/concurrent/BlockingQueue.html) defines a first-in-first-out data structure that blocks or times out when you attempt to add to a full queue, or retrieve from an empty queue.
* [**ConcurrentMap**](https://docs.oracle.com/javase/8/docs/api/java/util/concurrent/ConcurrentMap.html)is a **subinterface of [java.util.Map](https://docs.oracle.com/javase/8/docs/api/java/util/Map.html" \t "_blank) that** defines useful atomic operations. These operations remove or replace a key-value pair only if the key is present, or add a key-value pair only if the key is absent. Making these operations atomic helps avoid synchronization. The standard general-purpose implementation of **ConcurrentMap is [ConcurrentHashMap](https://docs.oracle.com/javase/8/docs/api/java/util/concurrent/ConcurrentHashMap.html" \t "_blank)**, which is a concurrent analog of [HashMap](https://docs.oracle.com/javase/8/docs/api/java/util/HashMap.html" \t "_blank).
* [**ConcurrentNavigableMap**](https://docs.oracle.com/javase/8/docs/api/java/util/concurrent/ConcurrentNavigableMap.html) is a subinterface of ConcurrentMap that supports approximate matches. The standard general-purpose implementation of ConcurrentNavigableMap is[ConcurrentSkipListMap](https://docs.oracle.com/javase/8/docs/api/java/util/concurrent/ConcurrentSkipListMap.html), which is a concurrent analog of [TreeMap](https://docs.oracle.com/javase/8/docs/api/java/util/TreeMap.html" \t "_blank).

**ConurrentHashMap:**

* Underlying data structure is hash table.
* Concurrent hash Map allows concurrent read and thread safe update operations.
* To perform read operation thread won’t require any lock, but to perform update operation thread requires lock but it is the lock of only a particular part of map( bucket level lock).
* Instead of whole map concurrent update achieved by internally dividing map into smaller portion which is defined by concurrency level.
* The default concurrency level is 16.
* That is concurrentHashMap is allows simultaneous read operation and simultaneously 16 write (update) operation.
* For both key and value, null not allowed.
* While one, thread iterating the other thread can perform update operations and concurrentHashMap never throw concurrentModificationException.

**Constructors:**

1. Create as empty ConcurrentHashMap with default initial capcity 16 and default fill ration 0.75 and default concurrency level 16

ConcurrentHashMap m1 = new ConcurrentHashMap ();.

1. ConcurrentHashMap m1 = new ConcurrentHashMap (int initialCapcity, float fillRation);
2. ConcurrentHashMap m1 = new ConcurrentHashMap (int initialCapcity, float fillRation, int cuncurenceyLevel);
3. ConcurrentHashMap m1 = new ConcurrentHashMap (Map m);

**What are different between HashMap, HashTable and ConcurrentHashMap.**

**HashMap:**

* Hash map is not thread safe so multiple threads can access the object simultaneously there may be chance of data inconsistency problem.
* HashMap is null allowed both key and value.

**HashTable:**

* HashTable object thread safe at a time one thread allowed to access the object.
* In case of hashTable to perform any operation even read/update but only thread perform operation.
* If one thread perform operating other thread are wait until completing operation first thread.
* It increase waiting time of reaming threads and create performance problem.

HashMap and HashTable total map object will be locked, so multiple threads cannot access objet, only one thread possible.

While one thread iterating, the other thread trying can perform update operation it will throw concurrentModificationException.

To overcome above performance problem to use concept multithreaded scalable application we should go for concurrent hashMap.

**ConcurrentHashMap:**

* Underlying data structure is hash table.
* Concurrent hash map allows concurrent read and thread safe update operations.
* ConcurrentHashMap is thread safe, this map maintain lock concept at bucket level or segment level instead of total object locked.
* In case of hashTable to perform read/write operations, compulsory lock of total object is required.
* But In case of concurrent hashmap to perform read operation thread won’t require any lock so all threads reading object, but to perform write/update operation thread require lock, but lock is bucket level, at time 16 threads to perform update operation because default concurrency level 16.
* Concurrent update achieved by internally dividing map into smaller portions, which is depending concurrency level, The default concurrency level 16.
* ConcurrentHashMap allows any no of read operations, but 16 update operations at a time by default because concurrency level 16
* Null is not allowed both key and value.
* While one thread iterating, the other thread can perform update operation and never throw concurrentModificationException.

while Hashtable or synchronizedMap allows only one thread to work on the map at a time. More specifically, ConcurrentHashMap allows any number of concurrent reader threads and a limited number of concurrent writer threads, and both reader and writer threads can operate on the map simultaneously.

* Reader threads perform retrieval operations such as get, containsKey, size, isEmpty, and iterate over keys set of the map.
* Writer threads perform update operations such as put and remove.

HashMap is a non-threadsafe Map which should not be used by multiple threads.

Hashtable is a thread-safe Map that allows only one thread to execute a read/update operation at a time.

synchronized Map is a thread-safe wrapper on a Map implementation. It is generated by the Collections.synchronizedMap(Map)  factory method. A synchronizedMap also allows only a single thread to work on the map at a time, And ConcurrentHashMap is a thread-safe Map with greater flexibility and higher scalability as it uses a special locking mechanism that enables multiple threads to read/update the map concurrently.

Therefore, you can use ConcurrentHashMap to replace HashMap/Hastable/synchronizedMap for concurrency needs without locking the whole map.

**Concurrent Map interface conations 3 special methods:**

* **putIfAbsent(K key, V value)**: associates the specified key to the specified value if the key is not already associated with a value. This method is performed atomically, meaning that no other threads can intervene in the middle of checking absence and association.

**Note:**

**Put(Object key, Object value) :** if key is present then replaced the old value to new value

**putIfAbsent(object key, object value):** if key present don’t do anything, (doesn’t not add) not present then only add.

* **remove(Object key, Object value)**: removes the entry for a key only if currently mapped to some value. This method is performed atomically.

**If key is associated with value the only remove entry from collection.**

**This method removed only if key and value both matched.**

* **replace(K key, V oldValue, V newValue)**: replaces the entry for a key only if currently mapped to a given value. This method is performed atomically.

If Key present and matched with value then only replace the new value.

**Example above methods:**

|  |
| --- |
| **public** **class** ConcurrentHashMapDemo {  **public** **static** **void** main(String[] args) {  ConcurrentHashMap<Integer, String> map = **new** ConcurrentHashMap<>();  // put method example  map.put(101, "python");  map.put(102, "java");  map.put(103, "scala");  map.put(105, "kafka");  System.***out***.println("Before methods processing map entries");  System.***out***.println(map);    map.putIfAbsent(102, "demo");  System.***out***.println("After putIfAbsent method executed with key present");  System.***out***.println(map);    map.putIfAbsent(104, "angularJs");  System.***out***.println("After putIfAbsent method executed with different key");  System.***out***.println(map);    //remove method  map.remove(101, "C++");  System.***out***.println("After remove method executed with key with differnt value");  System.***out***.println(map);    map.remove(101, "python");  System.***out***.println("After remove method executed with key with associted value");  System.***out***.println(map);    //replace method  map.replace(105, "apache kafka", "spring kafka");  System.***out***.println("After replace method executed with key with differnt value along with new value");  System.***out***.println(map);    map.replace(105, "kafka", "spring kafka");  System.***out***.println("After replace method executed with key with associted value, and new value");  System.***out***.println(map);  }  }  **Output:**  Before methods processing map entries  {101=python, 102=java, 103=scala, 105=kafka}  After putIfAbsent method executed with key present  {101=python, 102=java, 103=scala, 105=kafka}  After putIfAbsent method executed with different key  {101=python, 102=java, 103=scala, 104=angularJs, 105=kafka}  After remove method executed with key with differnt value  {101=python, 102=java, 103=scala, 104=angularJs, 105=kafka}  After remove method executed with key with associted value  {102=java, 103=scala, 104=angularJs, 105=kafka}  After replace method executed with key with differnt value along with new value  {102=java, 103=scala, 104=angularJs, 105=kafka}  After replace method executed with key with associted value, and new value  {102=java, 103=scala, 104=angularJs, 105=spring kafka} |

Example 2:

|  |
| --- |
| **import** java.util.Iterator;  **import** java.util.Set;  **import** java.util.concurrent.ConcurrentHashMap;  **class** ConcurrentModificationExDemo **implements** Runnable {  **static** ConcurrentHashMap<Integer, String> *map* = **new** ConcurrentHashMap<>();  @Override  **public** **void** run() {  **try** {  Thread.*sleep*(1000);  } **catch** (InterruptedException e) {  e.printStackTrace();  }  // Child thread trying to add new  // element in the Collection object  System.***out***.println("Chiled thread executed and update one entry");  *map*.put(104, "angularJs");  }  **public** **static** **void** main(String[] args) **throws** InterruptedException {  // put method example  *map*.put(101, "python");  *map*.put(102, "java");  *map*.put(103, "scala");  *map*.put(105, "kafka");  System.***out***.println("Before methods processing map entries");  System.***out***.println(*map*);    // We create a child thread that is  // going to modify ArrayList l.  ConcurrentModificationExDemo obj = **new** ConcurrentModificationExDemo();  Thread t = **new** Thread(obj);  t.start();    // Now we iterate through the ArrayList  // and get exception.  Set set = *map*.keySet();  Iterator iterator = set.iterator();  **while**(iterator.hasNext()) {  Integer key = (Integer) iterator.next();  System.***out***.println(key+":"+*map*.get(key));  Thread.*sleep*(3000);  }  System.***out***.println("After updating map Values: "+ *map*);  }  }  Output:  Before methods processing map entries  {101=python, 102=java, 103=scala, 105=kafka}  101:python  Chiled thread executed and update one entry  102:java  103:scala  104:angularJs  105:kafka  After updating map Values: {101=python, 102=java, 103=scala, 104=angularJs, 105=kafka} |

**What different between HashMap and ConcurrentHashMap**

|  |  |
| --- | --- |
| **HashMap** | **ConcurrentHashMap** |
| It is not thread safe.  Relatively performance is high because threads are not required to wait to operate on hash Map.  While one thread iterating hash Map the other threads are not allowed to modify map object otherwise we will get runtime exception  Exception: ConcurrentModificationException.  Iterator of hashmap is fail-fast and it throws  ConcurrentModificationException.  Null is allowed for both Keys and Values.  Introduced in 1.2 version. | It is thread safe.  Relatively performance is low because sometimes threads are required to wait to operate on concurrentHashMap.  While one thread iterating hash Map the other threads are allowed to modify map object in safe manner it won’t throw runtime exception  Exception: ConcurrentModificationException.  Iterator of hashmap is fail-safe and it won’t throws  ConcurrentModificationException.  Null is not allowed for both key and values, otherwise we will get NullPointerException.  Introduced in 1.5 version. |

**What different between ConcurrentHashMap, Synchronized Map and HashTable.**

|  |  |  |
| --- | --- | --- |
| ConcurrentHashMap | SynchronizedMap | HashTable |
| We will get thread safety without locking total map object just with bucket level lock.  At time, multiple threads allowed to operation map object in safe manner.  Read operation can be performed without lock but write operation can be performed with bucket level lock.  While one thread iterating hash Map the other threads are allowed to modify map object in safe manner it won’t throw runtime exception  Exception: ConcurrentModificationException.  Iterator of hashmap is fail-safe and it won’t throws  ConcurrentModificationException.  Null is not allowed for both key and values, otherwise we will get NullPointerException.  Introduced in 1.5 version. | We will get thread safety by locking whole map object.  At time, only one thread allowed to perform any operation on map object.  Every read and write operations required total map object lock.  While one thread iterating hash Map the other threads are not allowed to modify map object otherwise we will get runtime exception  Exception: ConcurrentModificationException.  Iterator of hashmap is fail-fast and it throws ConcurrentModificationException.  Null is allowed for both Keys and Values.  Introduced in 1.2 version. | We will get thread safety by locking whole map object.  At time, only one thread allowed to perform any operation on map object.  Every read and write operations required total map object lock.  While one thread iterating hash Map the other threads are not allowed to modify map object otherwise we will get runtime exception  Exception: ConcurrentModificationException.  Iterator of hashmap is fail-fast and it throws ConcurrentModificationException.  Null is allowed for both Keys and Values.  Introduced in 1.0 version. |

**CopyOnWriteArrayList**

* CopyOnWriteArrayList is concurrent collection and thread safe version of arrayList object.
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* CopyOnWriteArrayList is implementation of list interface which child of collect interface.
* Multiple Threads are able to perform update operation simultaneously but for every update operation a separate cloned copy is created, certain point both will synchronized automatically which is taken care by by jvm internally, Therefore there is no effect for threads which are performing read operation
* It is costly to use because for every update operation a cloned copy will be created. Hence CopyOnWriteArrayList is the best choice if several read operation and less number of write operation are required to perform.
* It extends object and implements Serializable, Cloneable, Iterable<E>, Collection<E>, List<E> and RandomAccess.
* The underlined data structure is grow-able array.
* Insertion is preserved, duplicates are allowed and heterogeneous Objects are allowed.
* Nullinsertion is possiable.
* While one thread iterating CopyOnWriteArrayList, the other threads are allowed to modify and we won’t get concurrentModificationException, that is iterator is fail safe, because of update operation performed on separate cloned copy.
* Iteration of ArrayList can perform remover operation but iteration of CopyOnWriteArrayList cannot perform remove operation, otherwise we will get runtimeException-saying UnsupportedOperationException, because of maintaing separate

**Constructors Summary:**

* CopyOnWriteArrayList c = new CopyOnWriteArrayList(); :Creates an empty list.
* CopyOnWriteArrayList c = new CopyOnWriteArrayList(Collection obj);:Creates a list containing the elements of the specified collection, in the order they are returned by the collection’s iterator.
* CopyOnWriteArrayList c = new CopyOnWriteArrayList(Object[] obj);:Creates a list holding a copy of the given array.

**Methods Summary:**

* public boolean addIfAbsent(Object obj): the element will be added if and only if list doesn’t contain this element.
* public int addAllAbsent(Collection C): the elements of collection will be added to the list if element are absent and returns no of elements added.

**Difference b/w ArrayList and CopyOnWriteArrayList.**

|  |  |
| --- | --- |
| **ArrayList** | **CopyOnWriteArrayList** |
| it is not thread safe.  While one thread iterating CopyOnWriteArrayList, the other threads are allowed to modify we will get concurrentModificationException, that is iterator is fail fast.  Iterator is fail-fast  Iteration of ArrayList can perform remove operation.  Introduced in 1.2 version | It is thread safe because every update operation will be performed on separate cloned copy will be created.  While one thread iterating CopyOnWriteArrayList, the other threads are allowed to modify and we won’t get concurrentModificationException, that is iterator is fail safe, because of update operation performed on separate cloned copy.  Iterator is fail-safe.  Iteration of copyOnArrayList can’t perform remove operation otherwise we will get runtime exception.  UnSupportedOperationException.  Interduced in 1.5 version. |

**What different CopyOnWriteArrayList, SynchronizedList and Vector:**

**Example 1:**

|  |
| --- |
| **import** java.util.ArrayList;  **import** java.util.concurrent.CopyOnWriteArrayList;  **public** **class** CopyOnArrayListDemo {  **public** **static** **void** main(String[] args) {  ArrayList<String> list = **new** ArrayList<String> ();  list.add("A");  list.add("B");    CopyOnWriteArrayList<String> l1 = **new** CopyOnWriteArrayList<> ();  l1.addIfAbsent("A");  l1.addIfAbsent("C");  l1.addAll(list);    System.***out***.println("After adding list object into CopyOnWriteArrayList..");  System.***out***.println(l1);    ArrayList<String> l2 = **new** ArrayList<String> ();  l2.add("A");  l2.add("E");    l1.addAllAbsent(l2);  System.***out***.println("After adding l2 object into CopyOnWriteArrayList..");  System.***out***.println(l1);  }  }  **OutPut:**  After adding list object into CopyOnWriteArrayList..  [A, C, A, B]  After adding l2 object into CopyOnWriteArrayList..  [A, C, A, B, E] |

**Example 2:**

|  |
| --- |
| **public** **class** CopyOnArrayListDemo1 **extends** Thread {  **static** CopyOnWriteArrayList<String> *l* = **new** CopyOnWriteArrayList<String>();  **public** **void** run() {  // Child thread trying to  // add new element in the  // Collection object  **try** {  Thread.*sleep*(1000);  } **catch** (InterruptedException e) {}  *l*.add("D");  }  **public** **static** **void** main(String[] args) **throws** InterruptedException {  *l*.add("A");  *l*.add("B");  *l*.add("c");  // We create a child thread  // that is going to modify  // ArrayList l.  CopyOnArrayListDemo1 t = **new** CopyOnArrayListDemo1();  t.start();  // Now we iterate through  // the ArrayList and get  // exception.  Iterator itr = *l*.iterator();  **while** (itr.hasNext()) {  String s = (String) itr.next();  System.***out***.println(s);  Thread.*sleep*(1000);  }  System.***out***.println(*l*);  }  }  **OutPut:**  A  B  c  D  [A, B, c, D]  Note: If we replace in the place CopyOnWriteArrayList into normal ArraList, we will get concurrentModificationException. |

**UnsupportedOperationException Program:**

|  |
| --- |
| **public** **class** CopyOnArrayListDemo2 {  **public** **static** **void** main(String[] args) {  CopyOnWriteArrayList l = **new** CopyOnWriteArrayList();  l.add("A");  l.add("B");  l.add("C");  Iterator itr = l.iterator();    **while** (itr.hasNext())  {  String s = (String)itr.next();    **if** (s.equals("B"))  {  // Can remove  itr.remove();  }  }  System.***out***.println(l);  }  }  **OutPut:**  Exception in thread "main" java.lang.UnsupportedOperationException  at java.util.concurrent.CopyOnWriteArrayList$COWIterator.remove(CopyOnWriteArrayList.java:1176)  at com.mng.thread.concurrent.CopyOnArrayListDemo2.main(CopyOnArrayListDemo2.java:23)  **Note:**  If we replace in the place CopyOnWriteArrayList into normal ArrayList we won’t get any exception, so it removed element from list.  **ArrayList:**  Normal Arralist iterator can perform read and remove operation  **CopyOnWriteArrayList:**  iterator of cow Al only perfom read is allowed cannot perform remove operation. |

**Example 4:**

Every update operation will be performed on separate copy will be created, hence after

Getting iterator if we trying to perform any modification to the list it will not be reflected to the iterator.

In the case of ArrayList we will get concurrentModificationException>

|  |
| --- |
| **public** **class** CopyOnArrayListDemo2 {  **public** **static** **void** main(String[] args) {  CopyOnWriteArrayList l = **new** CopyOnWriteArrayList();  l.add("A");  l.add("B");  l.add("C");  Iterator itr = l.iterator();  l.add("D");  **while** (itr.hasNext())  {  String s = (String)itr.next();  System.***out***.println(s);  }  System.***out***.println(l);  }  }  Output:  A  B  C  Note: if replace CopyonWriteArrayList into normal ArrayList, we will get ConcurrentModificationException> |

**CopyOnWriteArraySet**

**CopyOnWriteArraySet** is a Set that uses an internal [CopyOnWriteArrayList](https://www.geeksforgeeks.org/copyonwritearraylist-in-java/) for all of its operations. It is introduced in JDK 1.5, we can say that it is thread-safe version of Set.
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It share some properties of Set and also has its own properties:

* The internal implementation of CopyOnWriteArraySet is CopyOnWriteArrayList only.
* Insertion order is preserved and duplicates are allowed.
* Multiple Threads are able to perform update operation simultaneously but for every update operation a separate cloned copy is created. As for every update a new cloned copy will be created which is costly. Hence if multiple update operation are required then it is not recommended to use CopyOnWriteArraySet.
* While one thread iterating the Set, other threads can perform updation, here we wont get any runtime exception like ConcurrentModificationException.
* Iterator of CopyOnWriteArraySet class can perform only read only and wont perform deletion, otherwise we will get Run-time exception UnsupportedOperationException.

**Constructors of CopyOnWriteArraySet:**

CopyOnWriteArraySet c = new CopyOnWriteArraySet(): Creates an empty set.

CopyOnWriteArraySet c = new CopyOnWriteArraySet(Collection c): Creates a set containing all of the elements of the specified collection.

NOTE: All methods of CopyOnWriteArraySet is extended from the Collections only because Set interface does not contain any specific methods. CopyOnWriteArraySet does not contain any new methods.

**Note:**

All example are same above copyOnWriteArrayList only replace the copyOnWriteArraySet.

**BlockingQueue**

Java.util.concurrent.BlockingQueue is a java.util.Queue that additionally supports operations,

BlockingQueue is best used in multi-threading and producer-consumer scenarios. While adding an element to a BlockingQueue, if there is no space it can wait till it becomes available. Similarly while retrieving, it will wait till an element is available if it is empty.

BlockingQueue is excellent when you want to skip the complexity involved in wait–notify statements. This BlockingQueue can be used to solve the **producer-consumer proble.**

BlockingQueue slove the
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BlockingQueue is helps to contain objects when few threads is inserting objects and other threads are taking objects out of it.

The threads will keep on inserting the objects until the max capacity of blocking queue reached, after which threads will be blocked and they will not be able to inserting further objects. Threads will be blocked state until few objects are taken out from blocking queue by other threads and there is space is available in the blcokingQueue.

The threads will keep on taking the objects out from blockingQueue until there is no objects left in the blockingQueue, after which the threads will be blocked and they will remain in blocked state until few objects are inserted into the blockingQueue by other threads.

The java.util.concurrent.BlockingQueue is an interface and comes with two ready-made implementations then [ArrayLinkedBlockingQueue](http://javarevisited.blogspot.com/2012/12/blocking-queue-in-java-example-ArrayBlockingQueue-LinkedBlockingQueue.html) and [LinkedBlockingQueue](http://javarevisited.blogspot.com/2012/02/producer-consumer-design-pattern-with.html). As the name suggests, one is backed by an array while other is backed by linked list.  
  
BlockingQueue is an interface. Either we should go for custom implementation or choose the existing implementations from the Java JDK. Following the different implementations available for the BlockingQueue in Java.

* [ArrayBlockingQueue](https://javapapers.com/java/java-arrayblockingqueue/)

ArrayBlockingQueue is based on a bounded [Java array](https://javapapers.com/core-java/java-array/). Bounded means it will have a fixed size, once created it cannot be resized.

* [DelayQueue](https://javapapers.com/java/java-delayqueue/)
* [LinkedBlockingDeque](https://javapapers.com/java/java-linkedblockingdeque/)
* [LinkedBlockingQueue](https://javapapers.com/java/java-linkedblockingqueue/)
* [LinkedTransferQueue](https://javapapers.com/java/java-linkedtransferqueue/)
* [PriorityBlockingQueue](https://javapapers.com/java/java-priorityblockingqueue/)
* [SynchronousQueue](https://javapapers.com/java/java-synchronousqueue/).

Methods available in the BlockingQueue.

* **put(E e):** This method inserts the specified element into this queue, waiting if necessary for space to become available.
* **E take():** This method retrieves and removes the head of this queue, waiting if necessary until an element becomes available.

**What is difference between ArrayBlockingQueue and LinkedBlockingQueue**

ArrayBlockingQueue is backed by an array that size will never change after creation. Setting the capacity to Integer.MAX\_VALUE would create a big array with high costs in space. ArrayBlockingQueue is always bounded.

LinkedBlockingQueue creates nodes dynamically until the capacity is reached. This is by default Integer.MAX\_VALUE. Using such a big capacity has no extra costs in space. LinkedBlockingQueue is optionally bounded.

**Example:**

|  |
| --- |
| **Producer program:**  **import** java.util.concurrent.BlockingQueue;  **public** **class** Producer **implements** Runnable {  **private** BlockingQueue<String> queue;  **public** Producer(BlockingQueue<String> queue) {  **this**.queue = queue;  }  @Override  **public** **void** run() {  **for**(**int** i=0; i<20; i++) {  **try** {  Thread.*sleep*(10);  String msg = "message "+ i;  queue.put(msg);  System.***out***.println("Produced "+ msg);  } **catch** (InterruptedException e) {}  }  **try** {  queue.put("exit");  } **catch** (InterruptedException e) {  }}}  **Consumer Program:**  **public** **class** Consumer **implements** Runnable {  **private** BlockingQueue<String> queue;  **public** Consumer(BlockingQueue<String> queue) {  **this**.queue = queue;  }  @Override  **public** **void** run() {  **try** {  **while**(!queue.contains("exit")){  Thread.*sleep*(1000);  System.***out***.println("consumed message: "+ queue.take());  }  } **catch** (InterruptedException e) {  // **TODO** Auto-generated catch block  e.printStackTrace();  }  }}  **Main Running Program:**  **import** java.util.concurrent.ArrayBlockingQueue;  **import** java.util.concurrent.BlockingQueue;  **import** java.util.concurrent.LinkedBlockingQueue;  **public** **class** BlockingQueueDemo {  **public** **static** **void** main(String[] args) {  BlockingQueue<String> blockingQueue = **new** ArrayBlockingQueue<String>(10);  //BlockingQueue<String> linkedBlockingQueue = new LinkedBlockingQueue<String>();  Producer producer = **new** Producer(blockingQueue);  Consumer consumer = **new** Consumer(blockingQueue);  //starting producer to produce messages in queue  **new** Thread(producer).start();  //starting consumer to consume messages from queue  **new** Thread(consumer).start();  System.***out***.println("Producer and Consumer has been started");  }  }  **Console Output:**  Producer and Consumer has been started  Produced message 0  Produced message 1  Produced message 2  Produced message 3  Produced message 4  Produced message 5  Produced message 6  Produced message 7  Produced message 8  Produced message 9  consumed message: message 0  Produced message 10  consumed message: message 1  Produced message 11  consumed message: message 2  Produced message 12  consumed message: message 3  Produced message 13  consumed message: message 4  Produced message 14  consumed message: message 5  Produced message 15  consumed message: message 6  Produced message 16  consumed message: message 7  Produced message 17  consumed message: message 8  Produced message 18  consumed message: message 9  Produced message 19  consumed message: message 10 |

# **Volatile keyword in Java:**

# In java we cannot have synchronized variable, using synchronized keyword with a variable is illegal and will get the completion error instead of using the synchronized variable in java, we can use the java volatile variable which will instruct JVM threads to read the value of volatile variable from main memory and don’t cache it local

# If a variable is not shared between multiple threads then there is no need to use volatile keyword.

Consider below simple example.

**class** SharedObj

{

// Changes made to sharedVar in one thread

// may not immediately reflect in other thread

**static int** sharedVar = 6;

}

Suppose that two threads are working on **SharedObj**. If two threads run on different processors each thread may have its own local copy of **sharedVariable**. If one thread modifies its value the change might not reflect in the original one in the main memory instantly. This depends on the [write policy](https://en.wikipedia.org/wiki/CPU_cache#Write_policies) of cache. Now the other thread is not aware of the modified value which leads to data inconsistency.

Below diagram shows that if two threads are run on different processors, then value of **sharedVariable**may be different in different threads.

[![volatileJava](data:image/png;base64,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)](https://cdncontribute.geeksforgeeks.org/wp-content/uploads/volatile-keyword-in-java.png)

Note that write of normal variables without any synchronization actions, might not be visible to any reading thread (this behavior is called [sequential consistency](https://en.wikipedia.org/wiki/Sequential_consistency)). Although most modern hardware provide good cache coherence therefore most probably the changes in one cache are reflected in other but it’s not a good practice to rely on hardware for to ‘fix’ a faulty application.

class SharedObj

{

// volatile keyword here makes sure that

// the changes made in one thread are

// immediately reflect in other thread

static **volatile** int sharedVar = 6;

}

Note that volatile should not be confused with static modifier. static variables are class members that are shared among all objects. There is only one copy of them in main memory.

|  |
| --- |
| **You need to add/delete an item in an ArrayList when you are iterating the list. You will receive the java.util.ConcurrentModificationException exception. For example, the following code will throw an exception after adding an item into list:**  public class Sample {    public static void main(String[] args) {      List<Integer>  iList = new ArrayList<Integer>();     for (int i = 0; i != 100; i++)       iList.add(i);      int addValue = 1000;     for (Integer i: iList) {       if (i%10 == 0) {         iList.add(addValue++);       }     }    }  **To avoid java.util.ConcurrentModificationException exception, we can add an item through the iterator of list. If we do the same as the above code, the next access item in list via the iterator will generate the same exception.**  public class Sample {    public static void main(String[] args) {      List<Integer>  iList = new ArrayList<Integer>();     for (int i = 0; i != 100; i++)       iList.add(i);      int addValue = 1000;      for (ListIterator<Integer> itr = iList.listIterator(); itr.hasNext();) {       Integer i = itr.next();       if (i%10 == 0) {         itr.add(addValue++);       }     }  } |

Read more: <http://www.java67.com/2015/12/producer-consumer-solution-using-blocking-queue-java.html#ixzz5SqINh6cV>

Read more:z

<https://www.codejava.net/java-core/concurrency?start=20>

<https://www.codejava.net/java-core/concurrency/java-concurrent-collection-concurrenthashmap-examples>

<https://javarevisited.blogspot.com/2015/06/how-to-use-callable-and-future-in-java.html#ixzz5SB2jYx3y>